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This phenomenon is analogous to the gold rush situation noted by Vigden, which can create very 

high market turbulence (Vidgen, 2009).  

Respondents also noted the relatively small, intertwined customer base as being a factor.  

Although power utility companies are often large government regulated entities, there are 

relatively few of them.  Utilities are part of a small tight knit community that readily exchange 

information about their vendor experiences.  Recommendations from utility customers can not 

only help sales, they can make or break a vendor in the business.  This gives customers a great 

deal of leverage when it comes to getting what they want out of the product. 

In addition to this limited customer base, strong competition between vendors was also felt by 

many of the respondents.  Other vendors were believed to be more agile and nimble in some 

cases because they did not have the baggage created by numerous mergers and acquisitions over 

the years.  Competitors were believed to have the ability to respond to the market just as quickly 

with equivalent feature sets and embedded device support.  The respondents felt that this resulted 

in a constant battle of who could provide the richest feature sets in the least amount of time.  As 

one respondent explained:  

 

“They [our competition] go to the customer and say, ‘hey, these guys don't have this 

latest and greatest [feature but] we have it,’ so agility is certainly important.” “Since 

everybody is responding to the market, if you're the one who is doing it quicker, it 

helps your business.” Hardware Project Manager 

 

Governments were also found to be a market driver.  Being an international company, 

this organization was subject to, and worked with, a number of different governments all over 
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Figure 2: Hybrid Agility in Embedded Systems: Key Characteristics 

 Although merging agile and Scrum with the Stage Gate methodology may have been 

driven in part by the need to incorporate hardware projects more effectively, it also served as a 

series of sanity checks for the organization as a whole.  The purpose of this sanity checking is to 

ensure that the system release matches what the business needs.  It is how process agility lines 

itself up with market agility at a specific point.  In short, Stage Gate acts as a control or 

checkpoint on agile methods.  One product manager explains these toll booth characteristics:  
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“[The merging of agile methods] to gate-driven process is more or less like a toll 

booth. Before you go onto the next section of road, do you have the right fare to get 

through? And did you get the right checks of the requirements? Did you get the right 

financial backing? Did you get the right details in the technical pieces and how you 

are going to get to the next toll gate? That is our NPI gate-driven methodology.” 

Software Product Manager 

 

 This kind of sanity checking is often necessary in an embedded systems environment due 

to the complexity of the solutions, interdependencies, and the need to eventually roll components 

up from all three domains (software, firmware, and hardware) into one comprehensive system 

release.  As one firmware manager explained:  

 

“That complexity [of] firmware, the head-end, and the hardware in order to release it is 

what contributes to the waterfall methodology of a system release.” Firmware Product Manager 

 

 The next three sections describe the domains of software, firmware, and hardware within 

an embedded systems environment, and their role in hybrid agility.  Yet another element of 

hybrid agility is customer management.  Although product management may serve as the 

primary interface to the customer initially, the engineering organization is not without a voice. 

Respondents noted that the organization’s voice, as well as the business side, was a critical 

component to hybrid agility success.   

As with the other domains of firmware and hardware, software can release independently, 

but is also linked to the other domains.  Respondents repeatedly noted that the software domain 

had adopted the most agile development practices. These included regularly scheduled sprints, 
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Scrum meetings, retrospectives, and agile methods for requirements management and estimation. 

Software development in an embedded systems environment can be just as conducive to iterative 

agile development as software alone, with the exception that it has some constraints or linkages 

to the other domains from time to time.  This is due to the fact that software can be more easily 

decomposed into testable chunks of code.  Because of these factors, the software domain is 

capable of cutting new releases in an little as six months, compared to hardware which could be 

up to eighteen months or two years. 

Respondents also noted that as the most agile domain of the three in the organization, 

software often serves as the SWAT team or early responders for the company.  Whenever there 

is an urgent need, or even if it is not urgent and merely a process of decomposition, the 

organization strives to achieve software only solutions where it can bypasses firmware and 

hardware when possible.  This tactic contributes to the process agility of the entire embedded 

system. 

 Firmware development employs many of the same agile Scrum processes that the 

software side does, with a few exceptions.  Although firmware teams manage requirements 

through user stories and have regular Scrum standup meetings, the story estimations and sprints 

tend to be longer and more flexible.  This partial adoption of agile is due in part to the fact that 

firmware development cannot always be broken down into testable, iterative chunks as software 

can.  Respondents stated that size of the “chunks” impacted team velocity and sprint 

management, making it much more difficult to monitor and manage firmware development in the 

same way as software. As one manager noted:   
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“It seems to reach a point where it can't be broken down because it can't be testable – it's 

definitely not the level of fineness that [software] is.” Firmware Manager 

 

 From a process perspective, firmware must straddle the organizational divide between the 

pure agile methodology of software, and the waterfall process of hardware development.   More 

importantly, both software and hardware domains often require support from firmware resources 

to complete their tasks, which can produce a sort of organizational tension. An architect explains:    

 

“Given that firmware is kind of a shared resource across all these different products and 

they’re following a sprint cycle -- it creates some tension in terms of [interdependencies]” 

Hardware Architect 

 

 Firmware’s ability to stretch resources in support of the other domains is critical. In many 

ways it serves as the “glue” which keeps software and hardware connected.  

 Hardware moves the slowest out of all the domains, with release cycles of up to two to 

three years in length.  Like the other domains, it can release independently, but it is constrained 

to a certain extent by linkages to the others, particularly when a systems release is needed.  

Hardware’s linkage to manufacturing, longer product life and the associated costs of spinning 

boards makes it difficult to manage requirements in the same way software and even firmware 

can.  As a result, it operates largely within a waterfall context.  One of the main reasons cited for 

this is hardware’s inability to drop features as development and manufacturing progress, as cited 

by a project manager: 
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“With software, you can be agile as you go along and you can drop certain features 

as needed. With hardware the reason it hasn't been adopted is you can't really do 

that.” Hardware Project Manager 

 

 In addition, the product lifespan of the hardware warrants more extensive quality 

assurance requirements than the other domains. As a hardware manager explained, this means it 

cannot flex or compromise in these areas as firmware and software often do: 

 

“On the hardware side, we commit 15 or up to 20 years of product life, so since our 

products are installed, they are exposed to the elements and [must withstand] severe 

or extreme weather conditions and humidity conditions, so we have to maintain our 

quality and put a lot of effort in testing and validating” Hardware Product Manager 

 

 Another reason for waterfall methodology is the cost of spinning boards.  If new 

hardware needs to be created due to changing requirements, that can be expensive.  This 

characteristic does not lend itself well to continuous iterative development.   

 Although the hardware domain does not use agile methodologies as the other two 

domains do, comments from respondents showed that it does contribute to process agility 

through the use of agile or lean techniques. These include rapid prototyping and by-passing the 

State Gate methodology when necessary.    

 Rapid prototyping is one way in which the Hardware domain attempts to keep up with the 

agility of the other domains without outright adoption of agile methodologies or Scrum.  In 

essence, it is exercising an agile capability in contribution to the organization’s hybrid approach.  
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Using this method, the hardware team begins with a working prototype, and then rapidly and 

iteratively develops subsequent prototypes as requirements change.  This is often performed in 

tandem with firmware development.   

 The hardware domain has the ability to bypass the Stage Gate process under certain 

circumstances.  These situations are referred to as “C-Level” projects.  It is one way in which the 

hardware domain can suddenly become more agile on demand, as the following comment 

explains: 

 

“There are smaller hardware projects that can be more agile where it's just having to 

change out one part on a board that's already designed and verify it's good and those . 

. . don't need as strict following of the NPI process [waterfall]. We call them 'C-Level 

projects' and they're managed, you know, real loosely. They only have to basically go 

through two gates, a planning gate and a project closure gate and then the team is 

allowed to be free in between. We do have many of those type projects and I think they 

work well if the team plans it well from the beginning. So those are where we're able 

to take the more agile approach on the hardware side.” Hardware Project Manager 

 

 Unlike the firmware and software domains, the hardware domain is managed without the 

use of sprints, Scrums, or other commonly accepted agile methods.  Through prototyping and 

“C-Level” projects, however, the hardware domain still has an agile or lean contribution.  

 Although the business side serves as the primary communication interface to the 

customer and the market at large, the engineering organization is not without a voice.  Like 

market agility, process agility not only attempts to reach the momentum set by the business, but 
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influences it as well.  This is done through managing customer expectations and negotiating from 

a technical perspective when necessary.  Such communication is performed by all three domains 

within embedded systems.  As one manager explained: 

 

“It can also slow the project down if the customer isn’t managed in a way that lets 

them know ‘we’re demoing something you asked us to do and here’s the result AND 

the limitations.’” Operations Manager 

 

 Even though agility demands extensive customer collaboration and adaptation, these 

must be tempered and controlled for the good of the business.  The company cannot respond to 

any and all demands every time.  Through managing expectations, the business grounds what 

may often be lofty or unrealistic expectations by the customer with respect to quality and feature 

functionality. 

 Not only must expectations be managed with respect to technology and capability, but the 

deliverable must also be negotiated with the customer.  This illustrates that not only does the 

business have a voice with the customer when it comes to deciding the scope of the systems 

release, but the development organization does as well.  Although the business leads, while the 

organization largely reaches, there is a symbiotic interaction here where the organization may 

offer more technical input to the roadmap that the business was, or is not capable of, seeing.  As 

a result, the organization and business, or the process and market agility responds respectively, to 

influence and adapt to customer demands.  The following comment illustrates this: 
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“If certain issues are not fixed or if you realize that you won't be able to fix it in time, 

then they work with the customer to get some kind of a resolution on when that 

commitment could be satisfied, so in the ideal world you provide everything to the 

customer, but in reality sometimes you have to go and tell them, ‘hey, yes, this is our 

commitment, but right now it's not working.’  With my experience, the customers 

understand that as long as there is a reasonable time frame to fix or close that gap, I 

think they always work with us.” Hardware Product Manager 

 

 As explained previously, the process agility response of the organization is the hybrid 

agile implementation.  The product of this implementation is the system release.  System releases 

are complicated embedded systems developed in a hybrid agile environment.  As mentioned 

previously, they consist of software, firmware, and hardware components released in tandem. 

The environment in this study has organically adopted the optimum mix of agile and waterfall 

processes to make the systems release happen. 

 System releases are strategic as well as practical.  Feature functionality that makes the 

system release can be driven by the desire to gain new business in a specific area, as well as 

satisfying existing customers.  In this way the company can increase business momentum with 

each release in the direction of innovation.  As one product manager explained: 

  

“Sometimes, we just need to put things in system releases in order to do something 

like a proof of concept to gain more business.  A lot of times, proof of concepts for 

bids have tight deadlines around them which could drive their urgency for 

requirements.” Firmware Product Manager 



 66 

 The system release seeks to match the business momentum that the business side has 

established. However it is important to keep in mind that both influence each other.  Since all 

three domains within embedded systems can release independently, business momentum can 

affect each in different ways.  For example, hardware may experience a stronger momentum than 

software, due to the fact that it has a more difficult time adjusting to dramatic change and the 

“larger mass” of their releases.  This in turn may impact tbe scope of such releases.  The 

customer management category within hybrid agility is utilized by the embedded systems 

development organization to negotiate scope modifications when these situations occur.  In this 

way all three domains are kept to some level of synchronicity within the embedded systems 

context thru utilization of its hybrid agile implementation.   

 Now that process and market agility have been defined, the following section will 

describe how these two categories are managed to achieve the central theory . 

Agile Orchestration 

 Analysis of the data revealed that the activities of orchestrating agility in this case study 

fall into two main categories: interconnections or interactions and making adjustments.  Table 5 

below outlines these categories and their elements.  Interconnections consist of people 

interactions and technical connections that communicate, monitor, and synchronize with each 

other.  The enterprise uses these interconnections to make adjustments, thereby bringing market 

and process agility closer together.   

  



 67 

 

Table 5: Elements of Agile Orchestration 

6  Agile Orchestration 6.1  Interconnections and 

Interactions 

6.1.1 Dependencies 

6.1.2 Interdependencies 

6.1.3 Linkages 

6.1.4 Status Points 

6.1.5 Decision Points 

6.1.6 Touch Points 

6.2 Making Adjustments 6.2.1 Customer Acceptance 

6.2.2 Scope Adjustment 

6.2.3 Resource Adjustment 

6.2.4 Constant Re-assessment 

Table 5: Elements of Agile Orchestration 

 Interconnections are intersection points between different domains within the embedded 

systems environment.  These interconnections can be interactions between people or 

dependencies based on technology or resources.  The major categories that arose from the data 

included dependencies, interdependencies, linkages, decision points, status points, and touch 

points.  Dependencies and interdependencies are involuntary connections that are forced due to 

the nature of the technology and the product(s) being developed.  The remaining connection 

types are voluntarily initiated connections created by the organization to manage the first two.  

Table 6 provides a summary.  The following sections describe these different categories and their 

relationships to each other. 

 



 68 

Understanding Interconnections and Interactions in Hybrid Agility 

Connection or 

Interaction Type 

Formal 

or 

Informal  

Definition 

Dependencies Informal One domain has a technical or resource dependency on another. 

Interdependencies Informal Two or more domains have technical or resource dependencies 

on each other. 

Linkages Formal Scheduled Meetings between domains for collaboration and 

coordination.  

Status Points Formal Monitoring Points and Metrics 

Decision Points Formal Formal meetings or process points between stakeholders for 

making decisions.  These could be agile in nature, such as a 

demonstration for user acceptance, or more waterfall based, such 

as decision gates in the Stage Gate process. 

Touch Points Informal Informal interactions that occur to resolve potential problems or 

follow up on progress.  Largely intuitive in nature. 
Table 6: Understanding Interconnections and Interactions in Hybrid Agility 

Dependencies are just that.  They are situations where one domain has a dependency on 

another to complete a task. As is often the case in embedded systems, one piece of the solution, 

such as firmware, may have to be completed to a specific level before hardware can complete 

their work, or vice-versa.  This is a technical dependency.  In addition, respondents noted the 

presence of resource dependencies. Often, one domain may require expertise or consultation with 

another domain before it can move on. This may require a resource or subject matter expert from 

one domain to stop what they are working on to help out with another.  

 Often, the result of these dependencies is that one domain must put its work into a sleep 

state until the other domain is ready.  As one architect explained:  

 

“If firmware resources are diverted then the project basically is just in a sleep state until it 

gets resurrected.” Hardware Architect 
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 This presents some practical problems in that once resurrection occurs, resources must be 

re-engaged.  This may become difficult if the original participants are not available, and new 

resources have to be brought up to speed.  Domains attempt to mitigate these dependencies and 

sleep state situations through proactive communication and coordination.  Each domain 

communicates to others what changes they are making that could impact them.  For example, if 

hardware is changing the way a circuit operates and firmware needs to know about it, they will 

communicate this to them.  If hardware needs additional test modes, they will communicate 

those changes as well.  Although this communication or agile interaction is often informal, the 

results must be coordinated in order for the domains to keep in sync.  This synchronization can 

put limitations on iterative development.  The following excerpt illustrates that although 

firmware utilizes development sprints, they cannot keep developing until they are done as is 

usually the case with agile Scrum methodology:      

 

“And so a lot of times we have to coordinate, so the firmware team can't just say 'well, 

we're just going to deliver features until we run out of time.' We have to build those 

three features about a month before software needs them so software can do their 

work.” Software Development Manager 

 

 In summary, dependencies are managed through a series of informal agile interactions, as 

opposed to a formal process.  Synchronicity between the domains is maintained by either 

planning ahead so that one domain does not have to wait on another, or by putting a project into 

a sleep state until the dependency is resolved.     

 Dependencies in embedded systems can be particularly complex in that there may be 
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multiple interdependencies intertwined between multiple domains.  While dependencies can be 

described as one-way situations in which one domain is reliant on another, interdependencies 

consist of two-way dependencies between two or more domains.  For example, one or more 

domains may be waiting on another domain, while at the same time that domain will need 

feedback from yet another before work can proceed.  As one Architect noted:    

 

“Hardware quality doesn't want to finish its final product testing until they have a 

final version of firmware. That may be dependent on, you know, the [software] 

release.” Hardware Architect 

 

 The organization mitigates these issues by using iterative development to provide enough 

material for dependent domains to proceed.  As one manager explained:  

 

“So they generally have major milestones or target dates for deliverables of features 

and so they'll deliver us a [device] that has 30% of the features set on it. We'll take 

that, we'll implement that 30%, test it, and then by the time we've done that, they've 

delivered the next, you know, 30% of the feature set and we'll work with them.” 

Software Development Manager 

 

 Interdependencies in embedded systems are essentially a complex web of intertwined 

dependencies that must be carefully monitored and managed to ensure that projects keep moving.  

To summarize, they are a form of interconnection in which two or more domains are 

symbiotically interdependent on each other.  Such interdependencies can come in the form of 

shared testing and development needs, and they are often managed by one or more domains, 
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providing iterative functionality that allows the other domain(s) to proceed.  This is one way in 

which process agility is managed. 

 Different from dependencies or interdependencies, linkages are scheduled interactions 

between stakeholders for the purpose of sharing information, coordination, collaboration, and 

decision making.  These consist largely of a series of formally organized meetings attended by 

progressively smaller, yet more executive-level, teams as issues and the status move from the 

ground level up to C-Level.  Such meetings include release architecture meetings, Scrum standup 

meetings (including a larger Scrum of Scrums meeting), project operations review and change 

control board meetings. 

At the lowest (or development team) level resides the daily Scrum standup meetings.  As the 

development organization is divided into Scrum teams, each has its own standup within the 

software and firmware domains: 

 

“There are daily standups by sprint teams.  Those are attended by Scrum master 

and/or the key people on the team. They discuss what they’re working on, how they’re 

progressing, and issues they’re encountering.”  Software Project Manager 

 

 As the development organization employs two-week sprints, sprint team meetings are 

held bi-weekly.  These meetings are where requirements or user stories are reviewed with the 

engineers and product management to resolve issues and negotiate what the final outcome may 

be for a set of user stories within a sprint.   

 Due to the size of the organization, large distributed teams report in to small Scrum of 

Scrums meetings which roll into an even larger one.  This is one way in which an embedded 
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systems organization allows the various distributed teams to roll up together into one Scrum.  As 

one project manager explained:    

 

 “We have a Scrum of Scrums which is where we meet with all the software managers, 

firmware managers, and the leads and we discuss how the sprint teams are 

performing, and any issues that they’re encountering.” Software Project Manager  

 

Depending on the needs of the release or the project, there may be multiple Scrum of Scrum 

meetings broken up by function, as a project manager explained: 

 

 

“There’s even a smaller Scrum of Scums that meet a couple times a week and that is a 

little bit higher level than the standups and a little bit lower level than the project 

Scrum of Scrums, and those have been broken up by major functional areas.”  

Software Project Manager 

 

 At the next level (release management level) are the release architecture meetings.  As a 

project manager explained, these meetings are attended by most first-level managers, product 

managers, project managers, systems engineering, and other stakeholders who may have issues 

on the agenda for discussion: 

 

“And so we have release architecture meetings multiple times a week, which is where 

we review what’s going on in the release. That’s attended by software managers, 

firmware managers, and systems engineers, architects, some key experts as needed, 
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and in there we review what’s targeted for the scope and get things slated up for 

sprint work.” Software Project Manager 

 

 Release architecture and Scrum meetings typically only involve software and firmware 

domains.  Hardware is brought in at the project operations review meeting, which consists 

primarily of first and second-level managers in conjunction with the executive team: 

 

 

 

 

“We have a project operations review every week, which is where we bubble up 

everything out of the project systems meeting and present that to basically everyone 

else in the company, the executive review board, the VPs. We give them insight into 

the project. We give them the opportunity to weigh in or help us with an issue or 

address any questions they have.” Software Project Manager 

 

 As with most agile Scrum environments, retrospectives are performed to find out what 

could be improved upon.  In a large embedded systems organization with distributed teams, this 

was found to be a challenge.  As one development manager explained:  

 

“Yeah, we do the retrospectives. Rolling retrospective information across 40 teams is a 

bigger challenge than rolling it up across three or four teams. You can't meet all together 

and talk about it. So in past projects where I've had three teams, you can bring 20 people 
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in the room and talk about a retrospective, you do it on a team-by-team basis and you 

can bring [roll] those results back up.  Across 40 teams that a big challenge.”   

Software Development Manager 

 

 Another linkage type is the change control board meetings where defects or other 

significant changes to released software are discussed.  The attendee list is similar to that of the 

release architecture meetings.   

 Linkages are a form of formal interconnection (or interaction) that usually consists of a 

set meeting or meetings that serve as formal contact points between domains. They are part of 

how agile processes are orchestrated across the enterprise. 

 Status points are monitoring points and metrics that managers use to observe progress 

and alert on potential problems.  This activity is not limited to development but starts early, even 

as new requirements are decomposed and understood.  In addition to the usual burn down charts, 

managers employ a customized dashboard that monitors progress based on requirements activity.  

The first of these metrics is the decomposition rate. 

 As mentioned earlier, decomposition of requirements is key to understanding them.  This 

activity takes time, and it is important that it is monitored.  The excerpts below explain how the 

decomposition rate is created and monitored: 

 

“So [for] a feature that hasn’t been broken down or well understood, it [dashboard] 

shows an estimated value of that, and we compare that to the total decomposed value 

and also the percent complete based on each.” Software Project Manager 
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“So [in] that decomposition process we have a percentage. So I'm simplifying the 

math, but if we start with 10 requirements and they have, you know, between five and 

20 stories each, on day one, the decomposition percentage would be zero and then as 

the business analysts and the product owners work and start generating stories, we'll 

start checking off stories that have reached a gating point.”  

Software Development Manager 

 

 In addition to decomposition rate, the progress of user story development and the tasks 

they consist of is monitored via the dashboard and a burn down chart. These burn down charts 

are broken down to the team level and to the individual level.  These statistics can also be rolled 

back up to project level which shows how many ideal engineering days (based on approximately 

6.5 work hours per day) are in each sprint and the entire release. System releases typically 

consist of ten such sprints. 

Another important metric is velocity, which is based on how many ideal engineering days 

a team has completed in each sprint.  Velocity performance is compared to previous releases to 

gain an understanding of how teams perform over time.  It also serves as a benchmark for 

capacity and as a predictor for scoping the next release   

 Of course, no executive dashboard would be complete without financials and general 

project performance data.  Budgets are tracked to the actuals of the company’s financial spend.  

Project dependencies are monitored as well as past release metrics.  Measurements of how long it 

took previous system releases to go from one Stage Gate to another and their respective 

financials are actively compared to current efforts. 
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 Yet another important status point is defect metrics.  The incoming arrival and closure 

rates for defects are monitored, as well as their customer impacts.  All of this metric data is 

maintained internally in a central repository accessible by the project team. 

 In summary, status points are a form of interconnection that consists of monitoring points 

that the organization uses to keep track of what is going on with feature decomposition, 

development and testing.  They serve as inputs to decision making and agility management. 

 Another type of interconnection is the decision point.  These don’t always occur in a 

meeting or specific venue and can happen throughout scoping and development.  As 

requirements understanding is taking place, decisions are made collaboratively by the executives 

from engineering (process agility) and the business (market agility).  These include decisions 

regarding what kind of work and how much can be taken on for the next systems release, as one 

manager described:   

 

“Before we sign up for it, they’re evaluating at different levels whether we're ready to 

take on the next "big one," and that would be when they look at their revenue plans 

and they see the top-line utilization of the R&D assets.” Software Product Manager  

 

 While software and firmware tend to be more agile in the way they approach decisions, 

hardware is much more rigid and waterfall based, requiring a feasibility study in the beginning to 

help decide whether, when, and how the work could be taken on.  During the progression of the 

systems release, Stage Gates are integrated into the agile process as check points on the progress 

and reliability of the release. These check points allow all three domains to maintain 
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synchronicity.  If the project has met its gating requirements, it will be allowed to proceed to the 

next gate.   

 Not all decision points are grounded in the Stage Gate process.  Important decision points 

are made at the user story and requirement levels as well.  The final decision point for any 

requirement is the demo or demonstration.  Stakeholders, typically the product manager, will 

observe and sign-off on the demo if it meets expectations.  Respondents felt as though the size 

and complexity of the organization contributed to a more formal demonstration process.  As one 

manager noted:  

 

“Our demo is more formal, much more formal than it has been in other companies, 

and I think the reason for the formality is because we have a lot of product managers, 

a lot of different people, and a lot of developers in place.” Software Development Manager 

 

 Such complexity contributes to limitations elsewhere, such as change management.  Even 

in a hybrid agile environment, change becomes more rigid beyond a certain point.  Although the 

ability to change is an important component of market agility, it does not mean that it is constant 

throughout the development process. As the system release progresses, it becomes less 

impervious to change.  With embedded systems organizations in particular, the release tends to 

be more rigid where hardware and multiple domains are affected.  The following excerpt 

illustrates how change is managed after the systems release has passed its Stage Gates:  

 

“After that, change still happens but, you know, it’s a process. It has to go through 

change control, it has to be well documented and with that, the team agrees that ‘hey, 
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this is the change we need to make, it has all the right buy in and has the right 

business specifications, so let’s make it.’” Software Project Manager 

 

 A Hardware Engineering manager explained how such changes tend to be much more 

rigid in his domain: 

 

“Before that can happen, an engineering change order has to be written that explains 

what's being changed, what it effects, and why it's being changed and then this ECO is 

routed through the various functional groups: electrical, mechanical, firmware, 

supply chain, manufacturing, hardware quality assurance and systems quality 

assurance. It communicates the change and all these functional groups have to 

approve that change and it also notifies them of what's changing and what the impact 

is on that functional group.”  Hardware Engineering Manager 

 

 To summarize, decision points are a form of interconnection where the Stage Gate 

process and agile methodology synchronize and sanity check each other.  In other words, it is 

where the agile and waterfall sides of the organization come together, hence the management of 

hybrid agility.   

 Less formal interconnections are touch points.  Touch points are informal interactions 

performed by managers and other stakeholders to check on what may be going on in another 

domain or team.  It is a form of tacit communication that is always going on, yet it is not 

formally required or stated.  The initiating of such communication is largely intuitive, but has 

proven effective in making sure tasks are being performed, roadblocks are removed, and that 
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processes are being orchestrated as expected.  These touch points can be one-off communications 

for follow up or ad-hoc meetings to resolve issues or to continue requirements decomposition. 

One manager described this as: 

 

“Helping [to] ensure that the teams are completing what they need to complete, when 

they need to complete it.” Software Project Manager 

   

 Systems engineering plays a significant role in managing these interactions, along with 

project management.  They ensure that business requirements are properly broken down into 

technical requirements for each domain, and serve as the primary communication conduit from 

the engineering organization up to the business:   

 

“I will interact with systems engineering and systems might go to the change 

meetings. Systems would also act as the go-between between product management and 

firmware.” Firmware Architect 

 

 These communications occur at all levels of management, as one project manager 

explained:  

 

“Then I work with product managers on a regular basis, the directors and the VPs to 

assess the project, determine where we are, how we need to proceed, let me know if 

there are issues with scope or some new customer commitment.  I meet with them, kind 

of on a regular, not a scheduled basis but a regular basis.”  Software Project Manager 
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 One respondent stated that documentation can sometimes take the place of interpersonal 

interaction as a touch point:  

     

 “So usually the way that those touch points happen would be us developing a 

technical specification.” Hardware Architect  

  

 Touch points are a form of interconnection that consists of ad-hoc meetings, 

documentation, and personal follow-up.  It is a largely intuitive part of the process because it 

may be initiated by the project manager or other stakeholder based on feel, discomfort, or output 

from a monitoring tool that lets them know they need to initiate a meeting or contact a 

stakeholder for status.  

 As the information inputs from the various interconnections and interactions are realized, 

the company makes adjustments.  Promises are made intuitively and quickly with little 

information and are actively balanced with contractual workload.   Adjustments to scope, 

resources, and customer acceptance in particular are an important component of agility 

management.  These adjustments are updated via a process of constant reassessment. 

 Customer collaboration is a key tenet of the Agile Manifesto.  Respondents indicated that 

much of their work involved influencing customer acceptance of the product.  By working with 

the customer to develop different modes of acceptance, products could be brought to market 

quicker.  These modes most often consisted of field trials and pilot projects.  Field trials are 

where the customer receives an early version of the product and is allowed to test them and 

provide feedback.  With this technique, the customer benefits by getting a new product quicker 
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and having the chance to influence the product direction, while the vendor company saves 

resource costs by essentially outsourcing its testing to the customer, as a hardware product 

manager explained:   

 

“And that's the first chance for us to get some feedback on our quality.  Our customers 

in Canada, they do really, really thorough testing of our products.  I would say 

sometimes even more detailed testing than us, so we take those feedbacks, and that 

helps us to improve if there is an improvement needed in the quality of [our] tests, 

that's certainly a good thing.” Hardware Product Manager 

 

 Pilot projects are another method of agile customer collaboration.  Using this method, the 

customer’s expectations on quality are lowered in exchange for the opportunity to be first. This 

allows the vendor company to bridge customer needs with organizational capabilities, as a 

software product manager explained:   

 

“We work with that customer to set expectations that we are going to pilot things with 

them instead of giving them a proven, field-ready, tried-and-true product, and the 

customers, to their credit, have generally accepted some of these decisions and 

worked with us as long as the expectations were managed.” Software Product Manager 

 

 Manipulating customer acceptance is one way in which the organization makes 

adjustments to manage agility.  Through the use of field trials, pilot projects, and other modes of 
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acceptance, the organization influences as well as adapts to the business momentum generated by 

market pressures. 

 As with managing customer acceptance, adjusting scope is one of the necessary evils of 

managing agility.  Due to the high unknowns of new technology and changing customer needs, 

capacity is pushed to its limits and is often over-estimated, then it is gradually adjusted as the 

requirements and business needs become more apparent.  This refinement occurs gradually as 

requirements are better understood.  Often, this may continue after decomposition and well into 

development.  

 One respondent noted how they over estimate capacity or pack the release with the 

expectation that items will be pulled later:  

 

“I get a lot more of ‘well, I want you to prioritize three times the capacity of the 

project because I really don’t know which bits and pieces I’m going to pull to be able 

to fill up the actual capacity.’” Operations Manager 

 

 Another respondent recounted how requirements are selected for the release as they 

bubble up to the top: 

 

“We pick the highest priority items off of the top of the pile and slate those to a 

release, haggling over what’s really a priority and so forth [until it] is finally settled.”  

Software Product Manager 

 

 These scope adjustments are often strategic.  They may be based on obtaining business 

from a specific customer or sector or be due to the lack of profit in a specific product line.  
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Respondents noted that revenue generation tended to be a key component of the company’s 

strategic direction.  In order for rapid scope adjustment to work, the organization must be 

flexible in its ability to abort gracefully on requirements, features, and/or products.  These 

requirements may be postponed, or dropped altogether.  Resources can then move quickly from 

one aborted task to a more important priority.  Such decisions are made at the executive level, 

with the business or product side working in tandem with the engineering or organizational side 

to make the ultimate decision.  

 Resources must be adjusted, as well as scope. Analysis revealed that the organization 

cultivated an ability to flex resources in a variety of ways.  These consisted of maintaining team 

flexibility, outsourcing when needed, and most importantly, relying on a core group of engineers 

with high expertise.  Such flexibility is much higher within the software domain than the 

firmware or hardware domains, but it still exists.  The reason for this difference was cited by 

many respondents as being due to the lack of interchangeability of resources.  Such 

interchangeability is less prevalent in the firmware and hardware domains due to the specialized 

level of expertise required.   

 Teams have the ability to optimize the use of this high expertise when necessary.  The 

agile concept of self-organizing teams and pair programming allows them to organize the 

required expertise according to the current scope. Although expertise may be high and 

specialized, respondents noted that the teams are smart enough to organize the right mix of 

people.  Having these self-organizing agile teams was found to be critical in maintaining 

capacity, as one manager explained: 
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“If we don’t have agile teams, if we are constantly swapping in new features, if Team 

A only works with one type of code or one type of functionality and that feature is now 

pulled from the release, well now that team goes unused and they have to scramble to 

do something else or we’re going to lose capacity.” Software Project Manager 

 

 Embedded systems development brings with it its own set of challenges with regards to 

high expertise and self-organizing teams. As mentioned previously, firmware sits in the middle 

of the technological solution between software and hardware.  Resources from firmware are 

often strained because the other domains require their support.  Managing this resource rotation 

is a continual challenge.  These resources tend to be even more specialized and less 

interchangeable than other domains, as a manager explained:   

 

 “We have firmware guys that are rotating in and out, say for instance 80% of the time 

they’re supporting the software group and 20% of the time they’re supporting 

hardware.  If I've got a firmware guy that’s supporting hardware efforts and he gets 

moved over halfway through the life of development to support software and we bring 

somebody else in that knows nothing about this hardware development it’s a challenge 

for him to get up to speed.” Hardware Engineering Manager 

 

 The most severe example of this flexibility is referred to as the hero model.  Often as a 

last resort, the organization will draft one, or more, highly capable expert to solve a problem or 

meet the goals of a release entirely outside of the agile processes, as a lead architect explained:    

 



 85 

“The hero model, which we know doesn't really last forever, it's not a good thing to 

build a company on, but sometimes when you've got to get something done really 

quickly and you don't have time to track story points and break it down, you can just 

give it to a group of very capable people and say, here, you just need to get this done 

as quick as possible.” Software Architect 

 

 The organization must continually adjust the correct resource mix across the range of 

domains and projects.  This adjusting is facilitated by a constant process of reassessment of the 

business’s current position against its strategic direction.  In this way, the business reassesses all 

of its adjustments.   

 Respondents noted that much of this reassessment activity arose from the hybrid agile 

implementation.  The Stage Gate method forces re-evaluation at each gate that many felt makes 

the organization more agile, despite its waterfall nature, as a manager explained:  

 

“Because it’s within that waterfall process, it probably makes us more agile because we 

have to constantly reassess and reevaluate where we are and what we need to complete 

versus just finishing what we finish.” Software Project Manager 

 

 Agile orchestration is the group of activities used to manage agility across the enterprise.  

It is how process and market agility are managed to achieve a common goal.  There are two 

major categories of agile orchestration, which are interconnections or interactions, and making 

adjustments.  Interconnections consist of dependencies of one domain on another, 

interdependencies between two or more domains, formal linkages or key meeting points between 



 86 

domains, status points for monitoring and maintaining status, decision points for executive 

decision making, and informal touch points that stakeholders establish intuitively to keep the 

process moving.  Decision points and linkages also serve as the connecting points between the 

agile method process and the waterfall process, and they therefore assist in managing the hybrid 

agility implementation that the organization has employed.  It is important to note that the kinds 

of interconnections and interactions developed within this study are largely influenced by the 

embedded systems context.  The “agile characteristics” outlined in figure 2 enable all of the 

domains to work together as one cohesive unit, agile orchestration ensures that this cohesion 

occurs.  The interactions and interconnections are designed to bring all domains within 

embedded systems together both informally and formally when necessary to ensure the 

production of the systems release.  The necessity of this cohesion and the agile characteristics 

and orchestration it demands are specific to embedded systems. 

The business then uses the outputs and inputs from these interconnections to make 

adjustments to customer acceptance modes, scope, and resources to manage the agility of the 

organization.  The process of making these adjustments is one of continual reassessment.   

Agile Vortices: The Grounded Theory 

 Through open, axial, and finally, selective coding, grounded theory methodology 

maintains that a central theory  should be identified.  Strauss and Corbin define this phenomenon 

as the central problem that the subjects are trying to solve.  Strauss and Corbin further hold that 

other categories should be explained in terms of this central theory  (Strauss, 1990).  The 

previous sections illustrated the primary categories identified via axial and open coding and the 

elements that compose them.  These include market agility, process agility, business momentum, 

and the systems release.  In this section, we explain these categories in terms of the central 
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theory.  Using concepts from fluid dynamics, combined with the metaphor of a whirlpool, a 

succinct visualization is provided which describes how all of the categories are linked together 

into one comprehensive model.   

 Figure 3 below combines the two figures previously mentioned, Figure 1, and Figure 2, 

into one view.  It illustrates how the hybrid agile organization of software, firmware, and 

hardware combine with the product genesis of the business as a result of market pressure.   

 

Figure 3: Rolling up Process and Market Agility Categories into One View 

 

 During selective coding, an analysis of the data indicated that both sides of the business, 

the product management organization and development, are constantly attempting to reach the 
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same point throughout each product release and will manage themselves into making this 

happen.  According to the software project manager:  

 

“Usually we determine when the release is going to go out the door and then from there 

we back into how much development can we squeeze in, and we really say how much 

quality are we willing to accept within this period and if it works out then that period 

stays. If we need more quality then we’ll reduce capacity of the release and do less 

development.” Software Project Manager 

 

 This point of convergence was identified as the central theory .  The reason it is identified 

as such is because it is the central problem that the subjects are trying to solve.  Essentially it is 

the gravity that pulls all of the categories identified in axial coding together.  Figure 4 below 

illustrates this point of convergence.  Product genesis is the business’s market agility response to 

market pressure.  Product genesis in turn sets the tone through its creation of business 

momentum.  The development organization attempts to match this momentum through the 

creation of the systems release, which is created by the hybrid agile development organization.  

Hybrid agility is the development organization’s process agility response to market pressures.     

  

 

Figure 4: Business Momentum and the Systems Release are created by Market and Process Agility 
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 These linkages can best be explained using a metaphorical illustration, as part of the 

selective coding process. 

 Consider a whirlpool as a metaphor for the subject of our study.  Whirlpools are a form of 

vortex, which spin around a central axis.  Based on fluid dynamics, the velocity of the rotation in 

a whirlpool is greater as you get closer to this axis.  Suddenly, a tennis ball falls into the pool.  

As the ball is drawn closer to the axis, it acquires a spin or rotation of its own and moves at a 

velocity and direction influenced by the vortex.  As it does so, it gains momentum, based on its 

mass or size multiplied by its velocity.  The movement of this ball illustrates the motion or 

circulation of the vortex.  The circulation of the vortex at the position of the ball is its vorticity.  

Vorticity has been defined in fluid dynamics as the point in a vortex where the curl is the 

strongest.  One firmware manager characterized how momentum is felt within his organization:  

 

“It (change) kicks off a whole chain of events that goes on, so I think there's always 

a lot of momentum going with project schedules.  There's a lot of momentum going. 

If you have something that changes midstream within a project then it's very hard for 

us to change direction there, and it's got to be kind of planned into future releases.” 

Firmware Manager  

 

 Using this metaphor, we can easily map Figures 1 through to 4 to the whirlpool.  The 

central axis of the whirlpool illustrates the effect of market pressure.  The innermost ring of the 

pool is product development or product genesis as we described earlier.  This ring consists of 

requirements development based on customer input, as influenced by market pressure, and it is 

led largely by product management in conjunction with systems engineering.  As the innermost 

ring, it spins the fastest.  The next innermost ring is the software development part of the 
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organization.  Software development can occur independently or in conjunction with other 

domains such as firmware and hardware.  Because it runs on a fast release cycle of six months or 

less, it is the next innermost ring.  Firmware and Hardware domains make up the next two rings 

respectively, with hardware furthest to the outside.  Firmware is often managed within a software 

context but has linkages to both software and hardware within the organization.  Hardware 

makes up the outermost ring because it operates on the slowest release cycle of all, which can be 

up to two to three years.  Although all three domains can and do operate and release 

independently, during a full system release they must all be in complete alignment.  This is a 

unique property of embedded systems and illustrates one of the key challenges present in this 

context.  As in a whirlpool, although each ring is interconnected they are all running 

independently at progressively slower velocities as the observer looks outward from inside the 

vortex at the observation point of the tennis ball (refer to Figure 5).  These domains and the 

management of them constitute our hybrid agility implementation. 
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Figure 5: The Agile-Business Vortex: The Ultimate Goal of Agile Orchestration is the Management of Process and 

Market Agility to achieve Agile Vorticity 

 

 The tennis ball in our metaphor falls between the first ring, product genesis, and the 

second ring, software.  The position here represents the dividing line between market agility (the 

area between market pressure, product genesis and the ball) and process agility (consisting of 

software, firmware, and hardware).  Market agility is the ability of the business to adapt to 

change in the market and is a function of product genesis.  Process agility is the ability of the 

organization, including software, firmware, and hardware, to adapt accordingly through hybrid 

agility.   
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The vortex could include a mass, or size, which can represent the scope of a specific system 

release or a series of system releases over time.  This can include a product scope or roadmap.  

The velocity of the ball is the timeline at which this system release or product roadmap is to be 

achieved.  Multiplying the scope size by the timeline velocity produces business momentum.  

The direction that the ball is moving illustrates the technical direction of the product roadmap, or 

innovation. (Refer to Figure 2.) 

 

Momentum = Mass X Velocity 

Business Momentum = Scope X Timeline 

 

                 

Figure 6: Agile Orchestration Close-up: Business momentum, Innovation, and Agile Vorticity 

 

 Finally, the circulation of the water at the point where the ball is located is called its 

vorticity.  This is the point at which everything converges.  Market agility is the ability of the 

business to reach the vorticity point with its product roadmap under the influence of market 

pressure via product genesis.  Process agility is the ability of the organization through hybrid 

agility to reach the same point of vorticity.  A good illustration of process agility in this 

illustration is an outstretched arm attempting to reach across the organizational rings to reach the 
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ball, as market agility slowly sucks it further away.  It should be noted that time in this metaphor 

is ever present, as it would be in actuality.  Vorticity is relative to the point of view of an 

observer at the same point of observation, moving along with the fluid.   

 Agile orchestration is the creation, nurturing, and closing of an agile business vortex in 

which market and process agility intertwine to produce a new software release.  This was found 

to be the central problem that all aspects of the organization were trying to solve.  These agile 

business vortices which are created as a result of high market pressure in conjunction with high 

technological innovation are the central theory of this study.  The aforementioned model depicts 

bringing multiple forces together that create a need to be agile.  Each concentric ring influences 

the point of Vorticity where the firm needs to be to successfully produce a systems release. 

 

 

 

 

 

 

 

 

 

 

 

 

 



 94 

Chapter 7: Discussion 

The purpose of this study was to determine how agile processes are orchestrated in an 

embedded systems context.  The result was an empirical analysis of a hybrid agile 

implementation involving high innovation within a turbulent marketplace.  We begin this section 

with a discussion of this hybrid agile implementation, how it is managed and the forces that 

created it.  This discussion is followed by an exploration of fluidity and how this concept links 

together hybrid agility, embedded systems, continuous releases, and innovation, within the 

context of our fluid whirlpool metaphor.     

An Inquiry into Hybrid Agility 

As our vortex metaphor implies, a hybrid agile implementation is a complex one, subject 

to powerful forces of market and innovation, thereby making the management of it particularly 

challenging.  So how does the organization in such an environment organically adapt to these 

forces, and can they actually be controlled?  Based on the results of our study, hybrid agility is a 

delicate balance of agile methodologies and Stage Gate processes.  While the agile aspects of this 

balance allow for higher degrees of market response, the Stage Gate characteristics function 

largely as the boundary conditions.  They serve as the check and balance against agility.  This is 

due in large part to the embedded systems context and the constraints that such technology 

places on an engineering firm.  Embedded systems environments include not one, but multiple 

development domains that operate independently yet are forever linked.  While the business as a 

whole considers itself agile, each domain within the embedded context has adopted agility in 

very different ways.   

Software, the most nimble of the domains, has adopted agile Scrum methods almost 

entirely.  As a result of this high level of adoption, they serve as the early responders of the 
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engineering team.  By contrast, the slowest of the domains, hardware, has not adopted any agile 

methods at all and remains largely Stage Gate managed.  Despite this fact though, our study 

found that hardware does employ lean concepts of rapid prototyping and a fast track Stage Gate 

pathway that it uses to maintain rhythm with the rest of the company.  In the middle is the 

firmware domain, which has employed some aspects of agile and Scrum in terms of 

requirements management and standup meetings, yet stays away from the rigidity of two-week 

development sprints.  Due to the shared resource nature of firmware, its complexity and the 

specialized expertise required to develop it, breaking up work into small, rigid iterative sprints is 

not very feasible. 

In this way, the nature of the different domains places boundaries on the level of agility 

each can accept.  Additionally, as hardware is the slowest domain and the primary profit center 

for the company, the Stage Gate process used to manage it also used to keep the other domains 

grounded.  Regardless of their level of agile adoption, stakeholders from each of the three 

domains must check in at the various gates within this waterfall process.  In this way, the 

boundary conditions of hybrid agility are largely provided for by this Stage Gate process. 

Why has the engineering organization in our study adopted agility in this way?  As explored 

earlier, causal factors for organizing development in ways such as this have been found to be:   

 a desperation to rush market, 

 a new and unique market environment, 

 a lack of experience developing under the conditions imposed by the environment 

(Baskerville et al., 2003; Lyytinen & Rose, 2005). 

 As mentioned previously, the nature of the smart grid technology and the power utility 

market have created a gold rush situation. This is definitely in line with the first two causal 
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factors.  Secondly, although some components of the business being studied have been around 

for years, the current combination of merged organizations has only been in place for a relatively 

short time.  Adoption of agile methodologies within the business was started only a few years 

ago.  Such adoption occurred fluidly and organically over time, because no one involved had 

much prior experience implementing agile in a complex embedded systems environment with 

such high market turbulence.   

Fluidity and Continuous Releases 

The implementation and orchestration of hybrid agility can be at least partially explained 

by a fluid view of agile methodology.  Allowing agile implementations to be tailored provides 

for better accommodation of change, especially when frequent releases are necessary 

(Baskerville et al., 2003; Lyytinen & Rose, 2005).  This can be further enhanced with parallel 

development which allows developers to correct problems as they occur.  As with the different 

domains within embedded systems, it has been shown that different methodologies can be 

isolated for different releases (Baskerville et al., 2003).  Further, this fluid view of development 

methodology provides a framework that can contain the behavior of system components that 

have been developed with different approaches, such as software developed with agile and 

hardware, created with waterfall.   

Methodological flexibility allows different teams to find their ideal working style given 

the mix of the group, such as firmware teams versus software teams (Baskerville et al., 2003).  It 

also allows developers to vary their approaches when environmental constraints change, such as 

the examples of  C-Level and  hero model approaches in our study (Vidgen, 2009).  All of these 

fluid methodology characteristics are in line with our findings of hybrid agility.  Although the 

literature shows that boundaries are needed on process innovation, we can see these boundaries 
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in our study with the adoption level of each embedded domain and the decision points provided 

by stage gating.   

This fluid approach to process innovation is likely to continue to influence the subject of 

our study as well as the industry at large.  Recent studies have noted a movement from agile 

methods to more lean practices in software development (Wang, Conboy, & Cawley, 2012).  

Kanban is a good example (Sjøberg et al., 2012).  When one examines the agile business vortex, 

it is easy to see that as business momentum increases and the point of vorticity becomes more 

challenging to achieve, the organization may be required to move from the time-boxed iteration 

style of Scrum to the more fluid process of Kanban.  This strategy combines both event and time 

pacing into more of a flow.  Such a strategy can better accommodate more continuous releases 

with less lead time (Sjøberg et al., 2012).  Indeed, in some ways the subject of our study has 

already expressed some tendencies towards this end.  Even though time-boxed iterations are used 

within the company’s agile process, event pacing is employed when necessary with such 

techniques as the aforementioned hero model.  This allows the development organization to get 

things done on the fly, thereby allowing the business to be more reactionary when needed.   

Hybrid Agile Implementations: Whirlpools within a “River of Innovation” 

Innovation has also been characterized as a sort of flow (Rogers, 2003).  Innovation takes 

place when a technology is created, and more innovation occurs as that technology is transferred 

to others (Rogers, 2003).  In other words, when one event happens upstream it triggers other 

events downstream, just like a river.  These events can be influenced by market dynamics and 

technology turbulence.  With respect to our agile business vortex, agile is accelerating the 

response to increasing market pressures which in turn is creating these whirlpools within a river 

of innovation. This increased agile response, and the resulting whirlpool, place higher demands 
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on the organization.  As implied earlier, this demand may force an organization to supersede the 

time-boxed agile iteration with a Kanban type of flow just to keep up. 

 In the latest version of his book, Diffusion of Innovations, Rogers notes the following 

research opportunities with respect to innovation development processes (Rogers, 2003): 

 How are user’s needs and problems communicated to development teams? 

 To what extent are technological innovations developed by lead users instead of 

research and development experts? Is the creation of innovations by end users a 

general pattern? 

 What are the key linkages and interrelationships among the various organizations 

involved in the innovation development process?  

 In the context of embedded systems development and hybrid agility, this study provides 

answers to these questions.  It shows how user’s needs are communicated in a hybrid agile 

environment.  This process begins with product genesis, the continuous activity of requirements 

comprehension and refinement.  Expectations with customers are then actively managed and 

negotiated by the engineering organization as the product is iteratively developed.  Finally, 

different modes of acceptance are negotiated with the customers, which typically include intense 

customer involvement in the testing process.   

 Customers willing to accept a less than perfect product in exchange for added influence 

in product direction, enhanced service levels, and the chance to be an early adopter could well be 

considered lead users, as Rogers describes them.  When it comes to highly innovative products 

or technologies, requirements comprehension within product genesis can only get so far due to 

gaps in knowledge.  Lead users, in the context of hybrid agile embedded systems, are critical to 

bridging this gap.  This gap bridging is an element of customer acceptance within agile 
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orchestration.  It is one way in which the designated point of agile vorticity is reached.  To 

further answer Rogers’ query, it is indeed a general pattern with respect to our context. 

 Finally, the results of the study explicate in detail the linkages and interrelationships 

among the embedded systems development organization (including software, firmware, and 

hardware domains), the business, and how these are orchestrated.   
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Chapter 8: Conclusion 

 There has been a noticeable proliferation of hybrid agile solutions which have evoked 

interest from both research and practice alike.  The objective of this study was to determine how 

agile methods are orchestrated in such an important context, with the added complication of 

embedded systems development.  To perform this study, key informants were interviewed with 

direct responsibility of managing agility and related processes across the enterprise.  This was 

further enriched with informants from each embedded domain, including software, firmware, and 

hardware development.  What resulted were new learnings with regards to hybrid agility, 

embedded systems, and process innovation.    

Implications for Research 

 Our study discovered that hybrid agility can include a mix of agile, Stage Gate, and even 

lean concepts, depending on the domain, project, and development context.  The optimum mix 

for this hybrid approach is often actively tailored to the needs of the organization.  Additionally, 

our theory of agility orchestration in the vortex of embedded systems  provides a deeper 

understanding of how hybrid agile is adopted in embedded systems, how it is managed, and the 

enablers or inhibitors specific to this context.  Most importantly, our inquiry into the 

orchestration of agility revealed new insights on some very interesting processes and behaviors, 

such as product genesis, customer appetite, business momentum, and agile vorticity.  As there 

are not many studies involving agility in embedded systems development, or in combining agile 

with Stage Gate processes, we believe our study is an important addition to both of these 

branches of research.     

One of the primary drivers for adopting agile methodologies (and indeed, a key tenet of 

the Agile Manifesto) has been stated as the need for a higher level of customer responsiveness 
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(Alliance, 2001).  Our research shows that in particularly turbulent markets with high technical 

innovation, whirlpools or agile business vortices can result.  Agile innovation creates the 

whirlpools due to its high responsiveness to market demands or pressures.  Despite the existence 

of such whirlpools, these forces do not run amok.  We found that the organization uses agility to 

manipulate as well as respond.  Product genesis combined with different modes of customer 

acceptance, and customer appetite for innovation all place limitations on how high the vortex can 

be revved.  Interestingly, the literature of agile methodologies is relatively silent with respect to 

such limitations.   

Beyond customer responsiveness and technical innovation, the delineation of a clear goal or 

end game with respect to agility is also seemingly absent in the literature.  The subject of our 

study was found to actively seek out a sweet spot that it can back itself in to when it needs to 

conduct an enterprise-wide systems release.  Doing so required the creation of some very elegant 

techniques for project management, systems engineering, and customer management across the 

enterprise.  How this agile vorticity occurs in embedded systems is particularly important 

because of the different levels of agile and Stage Gate integration in each domain.     

In addition to these learnings in hybrid agility and embedded systems, our work contributes 

to agile process innovation as well.  The current state of agile methodology literature has been 

said to be in a largely post agile mode where the chief concerns have shifted from agile versus 

plan driven and workflow, to simply creating agility in a variety of ways in all aspects of 

development (Baskerville et al., 2011).  This process innovation of agility is focused on 

proactively creating fast responses to changing requirements and frequent releases using 

concepts from other methods such as Stage Gate and Kanban.  Our study shows that this process 

innovation was impacted by the desire to reach a point of agile vorticity, a desire shared by 
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release development and product management.  The results of our research show that lean 

methods of rapid prototyping and event pacing or hero models were often used in place of time-

boxed iterations.  Elements from Stage Gate models were used as decision points or boundaries 

against pure agile implementations.  These are all examples of process innovation.  Although 

these boundaries were largely influenced by the various embedded systems domains, the desire 

to reach a point of agile vorticity was the driving factor.  This same desire for agile vorticity also 

impacted requirements comprehension and the linkages and interrelationships used to manage 

the hybrid process.  Using these interconnections, lead users (Rogers, 2003) were employed 

extensively to bridge the gap between product knowledge within the organization and 

innovation.  Out of all of this activity, the central theory  of agile vortices proved to be the 

common denominator.           

Implications for Practice 

 In industry, agile methods are seldom seen in clean form.  A practical implication of our 

study is that it shows in detail one framework for combining agile and Stage Gate methods.  

There is not likely to be a one size fits all solution for building such a hybrid approach.  As our 

research implies, process innovation is tailored to its respective environments.  Each organization 

must focus on its own development context, projects, and limitations.  In developing an approach 

to process innovation, the concepts of agile and Stage Gate, and what these methods bring to the 

table should always be considered.  The framework brought forth in this study could be used as a 

playbook for similar organizations to manage a hybrid approach of their own.  In addition, the 

study could provide beneficial directions for exploration.  How to effectively tailor these 

strategies to different contexts is yet to be explored and is worth studying.   
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 Practical recommendations could include the introduction of more lean methods into the 

current hybrid mix.  A move from iterative agile development to methods such as Kanban  may  

reduce the amount of work in progress and allow for better process flow between embedded 

domains.  This move would be in line with other research findings, as more organizations with 

mature agile adoptions are beginning to move in this direction (Wang, Conboy, & Cawley, 

2012).   

 Kanban has been shown to be  well suited to situations where great uncertainty and high 

amounts of change occur more frequently than that allowed by agile iterations (Wang, Conboy, 

& Cawley, 2012).  The use of hero models and C-Level projects may indicate that the subject of 

our study is experiencing such conditions.  The literature has explicated that development teams 

will often resort to such methods if the existing process seems to be falling short (Vidgen, 2009).  

This organization has also been working with a hybrid agile environment for a few years now 

and the current implementation is considered relatively mature.  Based on the literature, this 

indicates that embedded systems organizations may consider moving to leaner methods.  (Wang, 

Conboy, & Cawley, 2012).  Another indicator for a need to move to leaner methods could be 

difficulty or failure to achieve a point of agile vorticity.  Very high responsiveness to market 

pressures can continue to increase to a level that demands replacing the time-boxed agile 

iteration with more of a Kanban flow.  Organizations considered mature in their adoption of agile 

or hybrid approaches should be mindful of their agile vorticity.  This may indicate that it is time 

to change the approach to continuous process innovation in their business. 
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Limitations and Opportunities for Future Research 

A limitation on this study is the fact that it was conducted with one case.  It was also 

conducted in an embedded systems organization.  Future studies could expand on this research 

by applying it to a larger number of organizations and a wider variety of development contexts. 

 Another future research opportunity could be a longitudinal study on how a hybrid agile 

implementation is organically built over time.  Determining how interconnections or adjustments 

are established as agile methodologies are slowly integrated into existing Stage Gate 

environments could provide new insights.  As people interactions are a key tenet of the Agile 

Manifesto, research on understanding how these interactions are established and routinized, 

perhaps intuitively, could also be promising.  The outputs from such studies could provide new 

frameworks for agile orchestration and new ways to achieve agile vorticity. 
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Figure 7: Agile Business Category Diagram 
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